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**Цель работы:**

* Изучить синтаксис и семантику определения и вызова исключений, синтаксис обработчика и спецификации исключений;
* приобрести практические навыки запуска исключений;
* изучить особенности применения стандартных библиотечных исключений.

**Требования к разработке:**

1. Обязательно использовать обработку исключительных ситуаций и генерировать исключения.
2. Придерживаться принципа DRY (Don’t repeat yourself).
3. Обязательно наличие комментариев.
4. Не допускается в одном и том же блоке кода генерировать и обрабатывать исключения.

**Задание на лабораторную работу:**

Используя модифицированный АТД, обработать все возможные исключительные ситуации. Например, передача некорректных данных, отсутствие данных, несоответствие данных определенному типу и т. д.

Правильно обработать все возможные исключительные ситуации.

Проверить работоспособность АТД на тестовом наборе данных.

**Текст программы**

Заголовочный файл **Queue.h**:

#pragma once

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <iostream>

#include <string>

using namespace std;

template <class T>

class Queue {

private:

struct Node { //узел очереди

T data;

Node\* next;

};

Node\* head;

Node\* tail;

int size = 0;

public:

Queue() { //конструктор

head = NULL;

tail = NULL;

}

bool empty() { //проверка очереди на пустоту

return head == NULL;

}

void add(T value) { //добавление элемента в очередь

if (empty()) { //если она пустая

head = new Node;

head->data = value;

head->next = NULL;

tail = head;

size++;

}

else { //если она не пустая

tail->next = new Node;

tail = tail->next;

tail->data = value;

tail->next = NULL;

size++;

}

}

T del() { //взятие и удаление элемента из очереди

if (empty()) {

cout << "Queue is empty" << endl;

}

else {

T d = head->data;

Node\* tmp = head;

head = head->next;

delete(tmp);

return d;

}

}

void nullQueue() { //обнуление очереди

Node\* tmp;

while (!empty()) {

tmp = head;

head = head->next;

delete(tmp);

}

}

bool operator >= (const Queue& other) {

return this->size >= other.size;

}

bool operator < (const Queue& other) {

return this->size < other.size;

}

int getSize() { //геттер для логина

return size;

}

friend ostream& operator<<(ostream& del, Queue& q) {

while (!q.empty())

del << q.del() << endl;

return del;

}

void arr(T\* a, int& i) {

while (!empty()) {

a[i] = del();

i++;

}

}

void print\_NewOld() {

string\* networks = new string[size];

int i = 0;

arr(networks, i);

i--;

for (i; i >= 0; i--)

cout << networks[i] << endl;

}

void print\_AZ() {

string\* networks = new string[size];

int i = 0;

arr(networks, i);

string k;

for (i = 0; i < size; i++)

for (int j = i; j < size; j++) {

if (networks[i] > networks[j]) {

k = networks[i];

networks[i] = networks[j];

networks[j] = k;

}

}

for (i = 0; i < size; i++)

cout << networks[i] << endl;

}

void print\_ZA() {

string\* networks = new string[size];

int i = 0;

arr(networks, i);

string k;

for (i = 0; i < size; i++)

for (int j = i; j < size; j++) {

if (networks[i] < networks[j]) {

k = networks[i];

networks[i] = networks[j];

networks[j] = k;

}

}

for (i = 0; i < size; i++)

cout << networks[i] << endl;

}

void search(string name) {

string\* networks = new string[size];

int i = 0;

arr(networks, i);

int k2 = 0;

for (i = 0; i < size; i++) {

int k1 = 0;

string s;

for (int l = 0; l < name.length(); l++) {

s = networks[i];

if (s[l] == name[l]) k1++;

}

if (k1 == name.length()) {

if (k2 == 0) cout << endl << "Найденные сети:" << endl;

cout << networks[i] << endl;

k2++;

}

}

if (k2 == 0) cout << "Ничего не найдено!" << endl;

}

void search(int number) {

int\* networks = new int[size];

int i = 0, k = 0;

arr(networks, i);

for (i = 0; i < size; i++) {

if (networks[i] == number) k++;

}

if (k == 0) cout << "Подключений к сети №" << number << " не было" << endl;

else cout << "К сети №" << number << " подключались " << k << " раз(а)" << endl;

}

~Queue() { //деструктор

}

};

Заголовочный файл **WiFi.h**:

#pragma once

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <iostream>

#include <string>

using namespace std;

enum security { WEP, WPA, WPA2, WPA3, NoProtection };

class Site;

class WiFi {

private:

string password;

security protection;

protected:

string name;

static string work;

int speed, radius, traffic;

double frequency, time;

public:

bool operator > (const WiFi& other) {

return this->speed > other.speed;

}

bool operator < (const WiFi& other) {

return this->speed < other.speed;

}

bool operator == (const WiFi& other) {

return this->speed == other.speed;

}

int operator + (const WiFi& other) {

return this->traffic + other.traffic;

}

WiFi(string valueName, string valuePassword, security valueProtection, int valueSpeed, int valueRadius, double valueFrequency) {

this->name = valueName; //конструктор со всеми параметрами

this->password = valuePassword;

this->protection = valueProtection;

this->speed = valueSpeed;

this->radius = valueRadius;

this->frequency = valueFrequency;

this->traffic = rand() % 100;

this->time = rand() / 100.0;

}

WiFi() {

this->name = "Неопределенная сеть"; //конструктор по умолчанию

this->password = "0";

this->protection = NoProtection;

this->speed = 0;

this->radius = 0;

this->frequency = 0;

this->traffic = 0;

this->time = rand() / 100.0;

}

WiFi(string valueName) {

this->name = valueName; //конструктор с 1 параметром

this->password = "0";

this->protection = NoProtection;

this->speed = 0;

this->radius = 0;

this->frequency = 0;

this->traffic = rand() % 100;

this->time = rand() / 100.0;

}

WiFi(double valueFrequency, string valueName) {

this->name = valueName; //конструктор с 2 параметрами

this->password = "0";

this->protection = NoProtection;

this->speed = 0;

this->radius = 0;

this->frequency = valueFrequency;

this->traffic = rand() % 100;

this->time = rand() / 100.0;

}

WiFi(int valueSpeed, int valueRadius, string valueName) {

this->name = valueName; //конструктор с 3 параметрами

this->password = "0";

this->protection = NoProtection;

this->speed = valueSpeed;

this->radius = valueRadius;

this->frequency = 0;

this->traffic = rand() % 100;

this->time = rand() / 100.0;

}

WiFi(const WiFi& obj) {

this->name = obj.name; //копирующий конструктор

this->password = obj.password;

this->protection = obj.protection;

this->speed = obj.speed;

this->radius = obj.radius;

this->frequency = obj.frequency;

this->traffic = rand() % 100;

this->time = rand() / 100.0;

}

string getName() { //геттер для логина

return name;

}

string getPassword() { //геттер для пароля

return password;

}

int getTraffic() {

return traffic;

}

double getTime() {

return time;

}

int getSpeed() {

return speed;

}

string getProtection() { //геттер для протокола безопасности

switch (protection) {

case WEP: return "WEP";

case WPA: return "WPA";

case WPA2: return "WPA2";

case WPA3: return "WPA3";

case NoProtection: return "Без защиты";

default: return "N/A";

}

}

template<class T>

T sum(T a, T b) {

return a + b;

}

friend ostream& operator<<(ostream& info, WiFi& other) { //вывод информации о сети

info << "Вы успешно подключились к WiFi-сети " << other.name << endl << endl;

info << "Информация о сети" << endl;

info << "Скорость: " << other.speed << " Мбит/с" << endl;

info << "Частота: " << other.frequency << " ГГц" << endl;

info << "Радиус покрытия: " << other.radius << " м" << endl;

info << "Протокол безопасности: " << other.getProtection() << endl;

info << "Cеть работает: " << other.work << endl;

info << "Передано данных: " << other.traffic << " Мб" << endl;

info << "Время соединения: " << other.time << " сек" << endl;

info << endl << "=======================" << endl << endl;

return info;

}

void openSite(Site& site); //функция, взаимодействующая с объектом класса Site

~WiFi() { //деструктор

}

};

Заголовочный файл **Site.h**:

#pragma once

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <iostream>

#include <string>

using namespace std;

enum protocol { http, https, NoProtocol };

class WiFi;

class Site {

private:

string name, type, address;

static string work;

double time;

protocol connect;

public:

Site(string valueName, string valueType, string valueAddress, protocol valueConnect) {

this->name = valueName; //конструктор со всеми параметрами

this->type = valueType;

this->address = valueAddress;

this->connect = valueConnect;

this->time = rand() / 1000.0;

}

Site() {

this->name = "Неизвестный сайт"; //конструктор по умолчанию

this->type = "Неизвестный тип";

this->address = "about:blank";

this->connect = NoProtocol;

this->time = rand() / 1000.0;

}

Site(string valueAddress) {

this->name = "Неизвестный сайт"; //конструктор c 1 параметром

this->type = "Неизвестный тип";

this->address = valueAddress;

this->connect = NoProtocol;

this->time = rand() / 1000.0;

}

Site(string valueAddress, protocol valueConnect) {

this->name = "Неизвестный сайт"; //конструктор c 2 параметрами

this->type = "Неизвестный тип";

this->address = valueAddress;

this->connect = valueConnect;

this->time = rand() / 1000.0;

}

Site(string valueName, string valueAddress, protocol valueConnect) {

this->name = "Неизвестный сайт"; //конструктор c 3 параметрами

this->type = "Неизвестный тип";

this->address = valueAddress;

this->connect = valueConnect;

this->time = rand() / 1000.0;

}

Site(const Site& obj) {

this->name = obj.name; //копирующий конструктор

this->type = obj.type;

this->address = obj.address;

this->connect = obj.connect;

this->time = rand() / 1000.0;

}

string getName() { //геттер для названия сайта

return name;

}

string getWork() { //геттер для статуса работы сайта

return work;

}

double getTime() { //геттер для времени загрузки сайта

return time;

}

friend ostream& operator<<(ostream& info, Site& other) {

switch (other.connect) {

case NoProtocol: info << other.name << " - " << other.address << " (" << other.type << ")";

break;

case http: info << other.name << " - " << " http://" << other.address << " (" << other.type << ")";

break;

case https: info << other.name << " - " << " https://" << other.address << " (" << other.type << ")";

break;

}

return info;

}

void status(WiFi& wifi); //функция, взаимодействующая с объектом класса WiFi

~Site() { //деструктор

}

};

Заголовочный файл **Mobile.h**:

#pragma once

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <iostream>

#include <string>

#include "WiFi.h"

using namespace std;

enum generation { GPRS, Edge, \_2G, \_3G, \_4G, \_5G, unknown };

class Mobile : public WiFi {

protected:

generation type;

int signal;

public:

Mobile(string valueName, generation valueType, int valueSpeed, int valueRadius, double valueFrequency) {

this->name = valueName; //конструктор со всеми параметрами

this->type = valueType;

this->speed = valueSpeed;

this->radius = valueRadius;

this->frequency = valueFrequency;

this->traffic = rand() % 100;

this->time = rand() / 100.0;

this->signal = rand() % 5;

}

Mobile() {

this->name = "Неопределенный оператор"; //конструктор по умолчанию

this->type = unknown;

this->speed = 0;

this->radius = 0;

this->frequency = 0;

this->traffic = 0;

this->time = rand() / 100.0;

this->signal = rand() % 5;

}

Mobile(string valueName) {

this->name = valueName; //конструктор с 1 параметром

this->type = unknown;

this->speed = 0;

this->radius = 0;

this->frequency = 0;

this->traffic = rand() / 100.0;

this->time = rand() / 100.0;

this->signal = rand() % 5;

}

Mobile(string valueName, generation valueType) {

this->name = valueName; //конструктор с 2 параметрами

this->type = valueType;

this->speed = 0;

this->radius = 0;

this->frequency = 0;

this->traffic = rand() / 100.0;

this->time = rand() / 100.0;

this->signal = rand() % 5;

}

Mobile(string valueName, generation valueType, int valueSpeed) {

this->name = valueName; //конструктор с 3 параметрами

this->type = unknown;

this->speed = 0;

this->radius = 0;

this->frequency = 0;

this->traffic = rand() / 100.0;

this->time = rand() / 100.0;

this->signal = rand() % 5;

}

Mobile(const Mobile& obj) {

this->name = obj.name; //конструктор с 3 параметрами

this->type = obj.type;

this->speed = obj.speed;

this->radius = obj.radius;

this->frequency = obj.frequency;

this->traffic = rand() / 100.0;

this->time = rand() / 100.0;

this->signal = rand() % 5;

}

string getType() { //геттер для поколения сети

switch (type) {

case GPRS: return "GPRS";

case Edge: return "Edge";

case \_2G: return "2G";

case \_3G: return "3G";

case \_4G: return "4G";

case \_5G: return "5G";

case unknown: return "unknown";

default: return "N/A";

}

}

friend ostream& operator<<(ostream& info, Mobile& other) { //вывод информации о сети

info << "Вы успешно подключились к мобильной сети " << other.name << endl << endl;

info << "Информация о сети" << endl;

info << "Скорость: " << other.speed << " Мбит/с" << endl;

info << "Уровень сигнала: " << other.signal << endl;

info << "Частота: " << other.frequency << " ГГц" << endl;

info << "Радиус покрытия: " << other.radius << " м" << endl;

info << "Поколение сети: " << other.getType() << endl;

info << "Cеть работает: " << other.work << endl;

info << "Передано данных: " << other.traffic << " Мб" << endl;

info << "Время соединения: " << other.time << " сек" << endl;

info << endl << "=======================" << endl << endl;

return info;

}

~Mobile() { //деструктор

}

};

Заголовочный файл **Flash.h**:

#pragma once

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <iostream>

#include <string>

using namespace std;

class Flash {

private:

int capacity;

string name;

protected:

double version;

char connector;

public:

Flash(string valueName, int valueCapacity, double valueVersion, char valueConnector) {

this->name = valueName;

this->capacity = valueCapacity;

this->version = valueVersion;

this->connector = valueConnector;

}

Flash() {

this->name = "Неопознанное USB-устройство";

this->capacity = 0;

this->version = 0.0;

this->connector = 'N';

}

Flash(string valueName) {

this->name = valueName;

this->capacity = 0;

this->version = 0.0;

this->connector = 'N';

}

Flash(string valueName, int valueCapacity) {

this->name = valueName;

this->capacity = valueCapacity;

this->version = 0.0;

this->connector = 'N';

}

Flash(const Flash& obj) {

this->name = obj.name;

this->capacity = obj.capacity;

this->version = obj.version;

this->connector = obj.connector;

}

string getName() {

return name;

}

friend ostream& operator<<(ostream& info, Flash& other) { //вывод информации о сети

info << "Подключено USB-устройство " << other.name << endl << endl;

info << "Информация об устройстве" << endl;

info << "Объем USB-накопителя: " << other.capacity << " Гб" << endl;

info << "Версия USB: " << other.version << endl;

info << "Разъем: " << "Type-" << other.connector << endl;

info << endl << "=======================" << endl << endl;

return info;

}

~Flash() { //деструктор

}

};

Заголовочный файл **Modem.h**:

#pragma once

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <iostream>

#include <string>

#include "Mobile.h"

#include "Flash.h"

using namespace std;

class Modem : public Mobile, public Flash {

private:

bool antenna, sd;

public:

Modem(string valueName, generation valueType, int valueSpeed, int valueRadius, double valueFrequency, double valueVersion, char valueConnector, bool valueAntenna, bool valueSd) {

this->WiFi::name = valueName; //конструктор со всеми параметрами

this->type = valueType;

this->speed = valueSpeed;

this->radius = valueRadius;

this->frequency = valueFrequency;

this->traffic = rand() % 100;

this->time = rand() / 100.0;

this->signal = rand() % 5;

this->version = valueVersion;

this->connector = valueConnector;

this->antenna = valueAntenna;

this->sd = valueSd;

}

Modem() {

this->WiFi::name = "Неопознанное USB-устройство"; //конструктор по умолчанию

this->type = unknown;

this->speed = 0;

this->radius = 0;

this->frequency = 0;

this->traffic = 0;

this->time = rand() / 100.0;

this->signal = rand() % 5;

this->version = 0.0;

this->connector = 'N';

this->antenna = 0;

this->sd = 0;

}

Modem(string valueName) {

this->WiFi::name = valueName; //конструктор c 1 параметром

this->type = unknown;

this->speed = 0;

this->radius = 0;

this->frequency = 0;

this->traffic = 0;

this->time = rand() / 100.0;

this->signal = rand() % 5;

this->version = 0.0;

this->connector = 'N';

this->antenna = 0;

this->sd = 0;

}

Modem(string valueName, generation valueType) {

this->WiFi::name = valueName; //конструктор c 2 параметрами

this->type = valueType;

this->speed = 0;

this->radius = 0;

this->frequency = 0;

this->traffic = 0;

this->time = rand() / 100.0;

this->signal = rand() % 5;

this->version = 0.0;

this->connector = 'N';

this->antenna = 0;

this->sd = 0;

}

Modem(string valueName, generation valueType, char valueConnector) {

this->WiFi::name = valueName; //конструктор c 3 параметрами

this->type = valueType;

this->speed = 0;

this->radius = 0;

this->frequency = 0;

this->traffic = 0;

this->time = rand() / 100.0;

this->signal = rand() % 5;

this->version = 0.0;

this->connector = valueConnector;

this->antenna = 0;

this->sd = 0;

}

Modem(const Modem& obj) {

this->WiFi::name = obj.WiFi::name; //копирующий конструктор

this->type = obj.type;

this->speed = obj.speed;

this->radius = obj.radius;

this->frequency = obj.frequency;

this->traffic = obj.traffic;

this->time = rand() / 100.0;

this->signal = rand() % 5;

this->version = obj.version;

this->connector = obj.connector;

this->antenna = obj.antenna;

this->sd = obj.sd;

}

string getAntenna() {

if (antenna) return "Есть";

else return "Нет";

}

string getSd() {

if (sd) return "Есть";

else return "Нет";

}

friend ostream& operator<<(ostream& info, Modem& other) { //вывод информации о сети

info << "Вы успешно подключились к модему " << other.WiFi::name << endl << endl;

info << "Информация о сети" << endl;

info << "Скорость: " << other.speed << " Мбит/с" << endl;

info << "Уровень сигнала: " << other.signal << endl;

info << "Частота: " << other.frequency << " ГГц" << endl;

info << "Радиус покрытия: " << other.radius << " м" << endl;

info << "Поколение сети: " << other.getType() << endl;

info << "Cеть работает: " << other.work << endl;

info << "Версия USB: " << other.version << endl;

info << "Разъем: " << "Type-" << other.connector << endl;

info << "Наличие антенны: " << other.getAntenna() << endl;

info << "Наличие разъема для SD-карты: " << other.getSd() << endl;

info << "Передано данных: " << other.traffic << " Мб" << endl;

info << "Время соединения: " << other.time << " сек" << endl;

info << endl << "=======================" << endl << endl;

return info;

}

~Modem() { //деструктор

}

};

Файл с кодом **лб1.cpp**:

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <iostream>

#include <string>

#include "WiFi.h"

#include "Queue.h"

#include "Site.h"

#include "Mobile.h"

#include "Flash.h"

#include "Modem.h"

using namespace std;

string WiFi::work = "Да";

string Site::work = "Да";

void WiFi::openSite(Site& site) { //функция класса WiFi, взаимодействующая с объектом класса Site

cout << "Сообщение от провайдера: Вы успешно зашли на сайт " << site.getName() << " через сеть " << getName() << endl;

cout << "Сайт работает: " << site.getWork() << endl;

cout << "Время загрузки сайта: " << site.getTime() << " мс" << endl << endl;

}

void Site::status(WiFi& wifi) { //функция класса Site, взаимодействующая с объектом класса WiFi

cout << "Сообщение от сайта: Подключение к сайту " << getName() << " осуществляется через сеть " << wifi.getName() << endl;

cout << "Скорость сети: " << wifi.getSpeed() << " Мбит/с" << endl << endl;

}

WiFi authorization(int number, int& traffic, double& time, string password, WiFi& Network, Queue<string>& q, Queue<string>& error, Queue<int>& q\_num, int& correct) {

if (password == Network.getPassword()) { //если пароль верный, то выводится информация о сети

WiFi Network\_Connected(Network);

q.add(Network.getName());

q\_num.add(number);

correct++;

cout << Network;

traffic = Network.sum(traffic, Network.getTraffic());

time = Network.sum(time, Network.getTime());

return Network\_Connected;

}

else {

error.add(Network.getName());

throw invalid\_argument("Пароль неверный!"); //если пароль неверный, выводится сообщение об ошибке

WiFi Network\_Disconnected(Network);

return Network\_Disconnected;

}

}

template<typename T>

T authorization(int number, int& traffic, double& time, T& Network, Queue<string>& q, Queue<string>& error, Queue<int>& q\_num, int& correct) {

T Network\_Connected(Network);

q.add(Network.WiFi::getName());

q\_num.add(number);

correct++;

cout << Network;

traffic = Network.sum(traffic, Network.getTraffic());

time = Network.sum(time, Network.getTime());

return Network\_Connected;

}

template<typename T>

void login(T& Network, Site& website) {

Network.openSite(website);

website.status(Network);

}

int main() {

setlocale(LC\_ALL, "Russian");

srand(time(0));

int number, number\_site, count = 0, traffic = 0, correct = 0;

double time = 0;

string password, name;

Queue<string> q, error;

Queue<int> q\_num;

while (true) {

WiFi Network\_1("CHSU\_FREE", "0", security::NoProtection, 100, 70, 5); //описание доступных WiFi-сетей

WiFi Network\_2("CHSU\_WORK", "1234567890", security::WPA3, 120, 50, 5);

WiFi Network\_3("IPhone", "ghfdgldklkl", security::WPA2, 80, 40, 2.4);

WiFi Network\_4("Xiaomi", "h5hjg54g5", security::WPA2, 70, 40, 2.4);

WiFi Network\_5;

WiFi Network\_6(Network\_1);

WiFi Network\_7(2.4, "Rostelecom");

WiFi Network\_8(100, 60, "Beeline");

WiFi Network\_9("iZet");

Mobile Mobile\_1("MTS RUS", generation::\_5G, 70, 100, 5); //описание доступных мобильных сетей

Mobile Mobile\_2("Beeline", generation::\_2G, 50, 90, 5);

Mobile Mobile\_3("MegaFon", generation::\_4G, 80, 100, 5);

Mobile Mobile\_4("Tele2", generation::\_3G, 50, 80, 5);

Mobile Mobile\_5;

Mobile Mobile\_6(Mobile\_1);

Mobile Mobile\_7("Yota");

Mobile Mobile\_8("Tinkoff Mobile", generation::\_3G);

Mobile Mobile\_9("Мотив", generation::GPRS, 30);

Site Site\_1("Google", "Поисковик", "www.google.com", protocol::https);

Site Site\_2("Яндекс", "Поисковик", "www.ya.ru", protocol::https);

Site Site\_3("ВКонтакте", "Социальная сеть", "www.vk.com", protocol::https);

Site Site\_4("YouTube", "Видеохостинг", "www.youtube.com", protocol::https);

Site Site\_5;

Site Site\_6(Site\_1);

Site Site\_7("example.com");

Site Site\_8("www.edu.chsu.ru", protocol::http);

Site Site\_9("ЧГУ", "www.chsu.ru", protocol::https);

Flash USB\_1("Kingston", 8, 3.1, 'A');

Flash USB\_2("WD");

Flash USB\_3("Corsair", 2);

Flash USB\_4;

Flash USB\_5(USB\_1);

Modem Modem\_1("MegaFon", \_4G, 80, 100, 5, 3.0, 'A', 1, 1);

Modem Modem\_2("Yota");

Modem Modem\_3("Rostelecom", \_3G);

Modem Modem\_4("Beeline", \_2G, 'A');

Modem Modem\_5;

Modem Modem\_6(Modem\_1);

cout << "Доступные Wi-Fi сети: " << endl; //вывод доступных Wi-Fi сетей на экран

cout << "1. " << Network\_1.getName() << endl;

cout << "2. " << Network\_2.getName() << endl;

cout << "3. " << Network\_3.getName() << endl;

cout << "4. " << Network\_4.getName() << endl;

cout << "5. " << Network\_5.getName() << endl;

cout << "6. " << Network\_6.getName() << endl;

cout << "7. " << Network\_7.getName() << endl;

cout << "8. " << Network\_8.getName() << endl;

cout << "9. " << Network\_9.getName() << endl << endl;

cout << "Доступные мобильные сети: " << endl; //вывод доступных мобильных сетей на экран

cout << "10. " << Mobile\_1.getName() << endl;

cout << "11. " << Mobile\_2.getName() << endl;

cout << "12. " << Mobile\_3.getName() << endl;

cout << "13. " << Mobile\_4.getName() << endl;

cout << "14. " << Mobile\_5.getName() << endl;

cout << "15. " << Mobile\_6.getName() << endl;

cout << "16. " << Mobile\_7.getName() << endl;

cout << "17. " << Mobile\_8.getName() << endl;

cout << "18. " << Mobile\_9.getName() << endl << endl;

cout << "Подключенные USB-устройства: " << endl; //вывод доступных мобильных сетей на экран

cout << "19. " << USB\_1.getName() << endl;

cout << "20. " << USB\_2.getName() << endl;

cout << "21. " << USB\_3.getName() << endl;

cout << "22. " << USB\_4.getName() << endl;

cout << "23. " << USB\_5.getName() << endl << endl;

cout << "Подключенные USB-модемы: " << endl; //вывод доступных мобильных сетей на экран

cout << "24. " << Modem\_1.WiFi::getName() << endl;

cout << "25. " << Modem\_2.WiFi::getName() << endl;

cout << "26. " << Modem\_3.WiFi::getName() << endl;

cout << "27. " << Modem\_4.WiFi::getName() << endl;

cout << "28. " << Modem\_5.WiFi::getName() << endl;

cout << "29. " << Modem\_6.WiFi::getName() << endl << endl;

cout << "0. " << "Вывести историю подключения к сетям" << endl;

if (count == 0) {

cout << endl << "Рекомендации: " << endl;

cout << "Выбирая между сетями " << Network\_1.getName() << " и " << Network\_2.getName() << " рекомендуем выбрать сеть ";

if (Network\_1 > Network\_2) cout << Network\_1.getName();

else if (Network\_1 < Network\_2) cout << Network\_2.getName();

cout << ", т.к. её скорость выше" << endl;

if (Network\_5 == Network\_9) cout << "Скорость у сетей " << Network\_5.getName() << " и " << Network\_9.getName() << " одинакова" << endl;

if (Network\_3 == Network\_4) cout << "Скорость у сетей " << Network\_3.getName() << " и " << Network\_4.getName() << " одинакова" << endl;

cout << "С помощью сетей " << Network\_7.getName() << " и " << Network\_8.getName() << " можно передать " << Network\_7 + Network\_8 << " Мб данных" << endl;

}

cout << endl << "Введите номер сети/устройства: "; //выбор сети/устройства

cin >> number;

count++;

try {

if (number < 0 || number > 29) throw logic\_error("Такой сети нет!"); //если введен номер несуществуещей сети/устройства, выводится сообщение об ошибке

}

catch (logic\_error& ex) {

cout << "Такой сети нет!" << endl << endl;

continue;

}

if (number == 0 && !q.empty()) {

int num;

if (q >= error) cout << endl << "Было совершено " << q.getSize() << " удачных подключений и " << error.getSize() << " неудачных" << endl;

if (q < error) cout << endl << "Было совершено " << error.getSize() << " неудачных подключений и " << q.getSize() << " удачных" << endl;

cout << "Всего было передано " << traffic << " Мб данных" << endl;

cout << "Общее время соединения: " << time << " сек" << endl;

cout << endl << "Порядок вывода:" << endl; //вывод доступных сетей на экран

cout << "1. " << "В хронологическом (от старых подключений к новым)" << endl;

cout << "2. " << "В хронологическом (от новых подключений к старым)" << endl;

cout << "3. " << "В алфавитном (A - Z)" << endl;

cout << "4. " << "В обратном алфавитному (Z - A)" << endl;

cout << "5. " << "Поиск по названию" << endl;

cout << "6. " << "Поиск по номеру" << endl;

cout << endl << "Выберите порядок: ";

cin >> num;

try {

if (num < 1 || num > 6) throw out\_of\_range("Такого варианта нет!");

}

catch (out\_of\_range& ex) {

cout << "Такого варианта нет!" << endl << endl;

continue;

}

if (num >= 1 && num <= 4) cout << endl << "История подключений: " << endl;

switch (num) {

case 1: cout << q;

break;

case 2: q.print\_NewOld();

break;

case 3: q.print\_AZ();

break;

case 4: q.print\_ZA();

break;

case 5: {

cout << endl << "Введите название сети: ";

cin >> name;

cin.get();

q.search(name);

}

break;

case 6: {

cout << endl << "Доступные сети: " << endl; //вывод доступных сетей на экран

cout << "1. " << Network\_1.getName() << endl;

cout << "2. " << Network\_2.getName() << endl;

cout << "3. " << Network\_3.getName() << endl;

cout << "4. " << Network\_4.getName() << endl;

cout << "5. " << Network\_5.getName() << endl;

cout << "6. " << Network\_6.getName() << endl;

cout << "7. " << Network\_7.getName() << endl;

cout << "8. " << Network\_8.getName() << endl;

cout << "9. " << Network\_9.getName() << endl;

cout << "10. " << Mobile\_1.getName() << endl;

cout << "11. " << Mobile\_2.getName() << endl;

cout << "12. " << Mobile\_3.getName() << endl;

cout << "13. " << Mobile\_4.getName() << endl;

cout << "14. " << Mobile\_5.getName() << endl;

cout << "15. " << Mobile\_6.getName() << endl;

cout << "16. " << Mobile\_7.getName() << endl;

cout << "17. " << Mobile\_8.getName() << endl;

cout << "18. " << Mobile\_9.getName() << endl;

cout << endl << "Введите номер сети: ";

int number2;

cin >> number2;

cin.get();

q\_num.search(number2);

}

break;

}

return 0;

}

else if (number == 0 && q.empty()) {

cout << "Подключений не было" << endl;

return 0;

}

if (number >= 1 && number <= 9) {

cout << "Введите пароль: "; //ввод пароля

cin >> password;

cin.get();

}

WiFi Network\_Connected;

Mobile Mobile\_Connected;

Modem Modem\_Connected;

correct = 0;

try {

switch (number) {

case 1: Network\_Connected = authorization(number, traffic, time, password, Network\_1, q, error, q\_num, correct);

break;

case 2: Network\_Connected = authorization(number, traffic, time, password, Network\_2, q, error, q\_num, correct);

break;

case 3: Network\_Connected = authorization(number, traffic, time, password, Network\_3, q, error, q\_num, correct);

break;

case 4: Network\_Connected = authorization(number, traffic, time, password, Network\_4, q, error, q\_num, correct);

break;

case 5: Network\_Connected = authorization(number, traffic, time, password, Network\_5, q, error, q\_num, correct);

break;

case 6: Network\_Connected = authorization(number, traffic, time, password, Network\_6, q, error, q\_num, correct);

break;

case 7: Network\_Connected = authorization(number, traffic, time, password, Network\_7, q, error, q\_num, correct);

break;

case 8: Network\_Connected = authorization(number, traffic, time, password, Network\_8, q, error, q\_num, correct);

break;

case 9: Network\_Connected = authorization(number, traffic, time, password, Network\_9, q, error, q\_num, correct);

break;

case 10: Mobile\_Connected = authorization(number, traffic, time, Mobile\_1, q, error, q\_num, correct);

break;

case 11: Mobile\_Connected = authorization(number, traffic, time, Mobile\_2, q, error, q\_num, correct);

break;

case 12: Mobile\_Connected = authorization(number, traffic, time, Mobile\_3, q, error, q\_num, correct);

break;

case 13: Mobile\_Connected = authorization(number, traffic, time, Mobile\_4, q, error, q\_num, correct);

break;

case 14: Mobile\_Connected = authorization(number, traffic, time, Mobile\_5, q, error, q\_num, correct);

break;

case 15: Mobile\_Connected = authorization(number, traffic, time, Mobile\_6, q, error, q\_num, correct);

break;

case 16: Mobile\_Connected = authorization(number, traffic, time, Mobile\_7, q, error, q\_num, correct);

break;

case 17: Mobile\_Connected = authorization(number, traffic, time, Mobile\_8, q, error, q\_num, correct);

break;

case 18: Mobile\_Connected = authorization(number, traffic, time, Mobile\_9, q, error, q\_num, correct);

break;

case 19: cout << USB\_1;

break;

case 20: cout << USB\_2;

break;

case 21: cout << USB\_3;

break;

case 22: cout << USB\_4;

break;

case 23: cout << USB\_5;

break;

case 24: Modem\_Connected = authorization(number, traffic, time, Modem\_1, q, error, q\_num, correct);

break;

case 25: Modem\_Connected = authorization(number, traffic, time, Modem\_2, q, error, q\_num, correct);

break;

case 26: Modem\_Connected = authorization(number, traffic, time, Modem\_3, q, error, q\_num, correct);

break;

case 27: Modem\_Connected = authorization(number, traffic, time, Modem\_4, q, error, q\_num, correct);

break;

case 28: Modem\_Connected = authorization(number, traffic, time, Modem\_5, q, error, q\_num, correct);

break;

case 29: Modem\_Connected = authorization(number, traffic, time, Modem\_6, q, error, q\_num, correct);

break;

}

}

catch (const invalid\_argument& ex) {

cout << "Пароль неверный!" << endl << endl;

}

while (correct == 1) {

cout << "Доступные сайты: " << endl; //вывод доступных сетей на экран

cout << "1. " << Site\_1 << endl;

cout << "2. " << Site\_2 << endl;

cout << "3. " << Site\_3 << endl;

cout << "4. " << Site\_4 << endl;

cout << "5. " << Site\_5 << endl;

cout << "6. " << Site\_6 << endl;

cout << "7. " << Site\_7 << endl;

cout << "8. " << Site\_8 << endl;

cout << "9. " << Site\_9 << endl << endl;

if (number <= 9) cout << "0. Отключиться от Wi-Fi сети " << Network\_Connected.getName() << endl << endl;

else cout << "0. Отключиться от мобильной сети " << Mobile\_Connected.getName() << endl << endl;

cout << "Выберите сайт: ";

cin >> number\_site;

try {

switch (number\_site) {

case 1: {

if (number <= 9) login(Network\_Connected, Site\_1);

else if (number > 9 && number <= 18) login(Mobile\_Connected, Site\_1);

else login(Modem\_Connected, Site\_1);

}

break;

case 2: {

if (number <= 9) login(Network\_Connected, Site\_2);

else if (number > 9 && number <= 18) login(Mobile\_Connected, Site\_2);

else login(Modem\_Connected, Site\_2);

}

break;

case 3: {

if (number <= 9) login(Network\_Connected, Site\_3);

else if (number > 9 && number <= 18) login(Mobile\_Connected, Site\_3);

else login(Modem\_Connected, Site\_3);

}

break;

case 4: {

if (number <= 9) login(Network\_Connected, Site\_4);

else if (number > 9 && number <= 18) login(Mobile\_Connected, Site\_4);

else login(Modem\_Connected, Site\_4);

}

break;

case 5: {

if (number <= 9) login(Network\_Connected, Site\_5);

else if (number > 9 && number <= 18) login(Mobile\_Connected, Site\_5);

else login(Modem\_Connected, Site\_5);

}

break;

case 6: {

if (number <= 9) login(Network\_Connected, Site\_6);

else if (number > 9 && number <= 18) login(Mobile\_Connected, Site\_6);

else login(Modem\_Connected, Site\_6);

}

break;

case 7: {

if (number <= 9) login(Network\_Connected, Site\_7);

else if (number > 9 && number <= 18) login(Mobile\_Connected, Site\_7);

else login(Modem\_Connected, Site\_7);

}

break;

case 8: {

if (number <= 9) login(Network\_Connected, Site\_8);

else if (number > 9 && number <= 18) login(Mobile\_Connected, Site\_8);

else login(Modem\_Connected, Site\_8);

}

break;

case 9: {

if (number <= 9) login(Network\_Connected, Site\_9);

else if (number > 9 && number <= 18) login(Mobile\_Connected, Site\_9);

else login(Modem\_Connected, Site\_9);

}

break;

case 0: {

if (number <= 9) cout << "Вы отключились от Wi-Fi сети " << Network\_Connected.getName() << endl << endl;

else cout << "Вы отключились от мобильной сети " << Mobile\_Connected.getName() << endl << endl;

correct--;

}

break;

default: throw runtime\_error("Такого сайта нет!");

break;

}

}

catch (const runtime\_error& ex) {

cout << "Такого сайта нет!" << endl << endl;

}

}

}

system("pause");

return 0;

}

**Описание программы**

В программе функция **NetworkError**, выводившая на экран сообщения об ошибках, была заменена на обработку исключений. В программе были реализованы и обработаны 4 исключительных ситуации:

* **Invalid\_argument** – ввод неверного пароля при подключении к Wi-Fi сети. Обработка: выводится сообщение «Пароль неверный!», программа продолжает работу и предлагает подключиться к другим сетям/устройствам
* **Logic\_error** – при выборе сети/устройства был введен номер, за которым не закреплены никакие сети/устройства. Обработка: выводится сообщение «Такой сети (устройства) нет!», программа продолжает работу и предлагает ввести другой номер сети/устройства
* **Out\_of\_range** – при выборе варианта сортировки/поиска был введен номер, за которым не закреплен никакой вариант. Обработка: выводится сообщение «Такого варианта нет!», программа продолжает работу и предлагает подключиться к сети/устройству
* **Runtime\_error** – при выборе сайта был введен номер, за которым не закреплен никакой сайт. Обработка: выводится сообщение «Такого сайта нет!», программа продолжает работу и предлагает подключиться к другому сайту

**Результаты тестов**

Исключение **invalid\_argument** (неверный пароль):
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Исключение **logic\_error** (неверный номер сети):
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Исключение **out\_of\_range**(неверный номер варианта):
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Исключение **runtime\_error** (подключение невозможно):
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**Контрольные вопросы**

1. *Дайте определение исключения.*

Исключение – это событие, которое возникает во время выполнения программы и нарушает обычный порядок её работы. Исключения могут быть вызваны различными причинами, такими как ошибки ввода-вывода, неверные операции, отсутствие необходимых ресурсов и другие непредвиденные обстоятельства. Обработка исключений позволяет программе корректно реагировать на эти ситуации, обеспечивая гибкость, надежность и безопасность её работы.

1. *В каком блоке описывается список обработчиков для возбужденного исключения?*

Список обработчиков для возбужденных исключений описывается в блоке **try-catch**. В блоке **try** размещается код, который может порождать исключения, а в блоках **catch** описываются обработчики для этих исключений.

1. *Опишите синтаксис обработчика исключения.*

Синтаксис блока try-catch выглядит следующим образом:

**try {**

**// Код, в котором могут возникнуть исключения**

**}**

**catch (тип\_исключения1 параметр1) {**

**// Обработчик для исключения типа тип\_исключения1**

**}**

**catch (тип\_исключения2 параметр2) {**

**// Обработчик для исключения типа тип\_исключения2**

**}**

**...**

1. *Что такое спецификация исключения?*

Спецификация исключения – это часть функции или метода, которая определяет типы исключений, которые могут быть возбуждены этой функцией или методом. Спецификация исключений обычно указывается в объявлении функции или метода с помощью ключевого слова **throw** после списка параметров функции.

1. *Для каких целей используется функция unexpected?*

Функция **unexpected()** используется для обработки неожиданных исключений, которые не были предусмотрены в списке исключений в спецификации функции **throw()**.

Функция **unexpected()** вызывается в случае, когда возникает исключение, которое не было перехвачено в блоке **try-catch** и тип которого не соответствует тем исключениям, которые были указаны в списке исключений в спецификации функции. Это позволяет программисту предусмотреть обработку таких неожиданных исключений.

При вызове функции **unexpected()** обычно происходит завершение программы или вызывается стандартная функция **terminate()**, которая приводит к аварийному завершению программы.

Использование функции **unexpected()** рекомендуется только в редких случаях, когда необходимо обработать неожиданные исключения, которые не были предусмотрены в списке исключений функции.

**Вывод**

В ходе выполнения лабораторной работы был изучен синтаксис и семантика определения и вызова исключений, синтаксис обработчика и спецификации исключений. Были приобретены практические навыки запуска исключений. Были изучены особенности применения стандартных библиотечных исключений.

В программе были реализованы и обработаны 4 исключительных ситуации, которые могут возникнуть в ходе выполнения программы.